**1. What is pandas, and why is it used in Python for data analysis?**

* Answer: Pandas is an open-source Python library that provides data structures and data analysis tools. It is used for data manipulation, cleaning, exploration, and analysis. Pandas is particularly useful for working with structured data, such as spreadsheets and SQL tables.

**2. How do you install pandas in Python?**

* Answer: You can install pandas using the Python package manager pip with the following command:

pip install pandas

**3. What are the primary data structures in pandas, and how do they differ from one another?**

* Answer: The primary data structures in pandas are Series and DataFrame.
  + A Series is a one-dimensional labeled array that can hold data of any type.
  + A DataFrame is a two-dimensional table-like structure that consists of rows and columns, where each column can be of a different data type.

**4. How can you create a pandas DataFrame from a Python dictionary?**

* Answer: You can create a DataFrame from a dictionary using the **pd.DataFrame()** constructor. For example:

import pandas as pd

data = {'Name': ['Alice', 'Bob', 'Charlie'], 'Age': [25, 30, 35]}

df = pd.DataFrame(data)

**5. How can you access a specific column in a DataFrame?**

* Answer: You can access a specific column in a DataFrame by using square brackets and the column name as a key or by using dot notation. For example:

df['Name'] # Using square brackets

df.Age # Using dot notation

**6. How do you check for missing values (NaN) in a DataFrame?**

* Answer: You can use the **isna()** or **isnull()** function to check for missing values in a DataFrame. For example:

df.isna() # Returns a DataFrame of Boolean values indicating missing values

**7. What is the purpose of the head() and tail() functions in pandas?**

* Answer: The **head()** function is used to display the first few rows of a DataFrame, while the **tail()** function displays the last few rows. By default, they show the first or last 5 rows, but you can specify a different number of rows as an argument.

**8. How can you filter rows in a DataFrame based on a condition?**

* Answer: You can filter rows in a DataFrame based on a condition by using boolean indexing. For example:

pythonCopy code

filtered\_df = df[df['Age'] > 30]

**9. Explain the difference between the loc[] and iloc[] methods in pandas for selecting data.**

* Answer:
  + **loc[]** is used for label-based indexing, meaning you can select rows and columns by their labels or names.
  + **iloc[]** is used for integer-based indexing, where you can select rows and columns by their integer positions (0-based).

**10. How can you perform groupby and aggregation operations on a DataFrame?**

- Answer: You can use the `groupby()` method to group data in a DataFrame by one or more columns and then apply aggregation functions like `sum()`, `mean()`, `count()`, etc., to the groups.

**11. What is the purpose of the merge() function in pandas, and how is it used?**

- Answer: The `merge()` function is used to combine two or more DataFrames based on a common column (or index) and perform various types of joins (e.g., inner join, outer join, left join, right join) to combine the data.

**12. How do you handle duplicates in a DataFrame?**

- Answer: You can use the `drop\_duplicates()` method to remove duplicate rows from a DataFrame based on specific columns or criteria. You can also use the `duplicated()` method to identify duplicate rows.

**13. Explain the concept of pivot tables in pandas and how to create them.**

- Answer: A pivot table is a data summarization tool in pandas that allows you to reshape and aggregate data. You can create pivot tables using the `pivot\_table()` function, specifying the columns to be used as row and column indices and the aggregation function to apply to the data.

**14. What are the key differences between pandas Series and pandas DataFrame?**

- Answer: - A Series is a one-dimensional data structure, while a DataFrame is two-dimensional. - A Series has only one column, whereas a DataFrame can have multiple columns. - Series do not have column names; DataFrames have column names. - Series are essentially a single column of data with an index.

**15. How do you rename columns in a DataFrame?**

- Answer: You can rename columns in a DataFrame using the `rename()` method or by directly assigning new column names to the `columns` attribute of the DataFrame.

**16. How can you sort a DataFrame by one or more columns?**

- Answer: You can use the `sort\_values()` method to sort a DataFrame by one or more columns in either ascending or descending order.

**17. What is the purpose of the apply() function in pandas, and when might you use it?**

- Answer: The `apply()` function is used to apply a function along either the rows or columns of a DataFrame. It is often used when you want to perform custom operations on the data.

**18. How do you save a DataFrame to a CSV file, and how do you read a CSV file into a DataFrame?**

- Answer: You can use the `to\_csv()` method to save a DataFrame to a CSV file, and the `read\_csv()` function to read a CSV file into a DataFrame.

**19. What is the difference between the isin() and query() methods for filtering data in pandas?**

- Answer: - `isin()` is used to filter rows based on whether a column's values match any values in a given list. - `query()` is used to filter rows based on a string expression that evaluates to a boolean Series.

**20. How can you handle missing data in a DataFrame, such as filling missing values or dropping rows/columns with missing values?**

- Answer: You can use methods like `fillna()` to fill missing values with specific values or use `dropna()` to remove rows or columns with missing values from a DataFrame.

**21. How do you add a new column to an existing DataFrame in pandas?**

* Answer: You can add a new column to a DataFrame by simply assigning a Series or a list of values to a new column name. For example:

df['NewColumn'] = [1, 2, 3]

**22. What is the purpose of the pivot() function in pandas, and how is it different from pivot\_table()?**

* Answer: The **pivot()** function reshapes data by specifying columns for row indices, columns, and values. It does not perform aggregation. **pivot\_table()**, on the other hand, allows for aggregation when values have duplicate entries in the resulting pivot table.

**23. How can you change the data type of a specific column in a DataFrame?**

* Answer: You can change the data type of a specific column in a DataFrame using the **astype()** method. For example, to convert a column to float:

df['ColumnName'] = df['ColumnName'].astype(float)

**24. What is the purpose of the crosstab() function in pandas, and how is it used?**

* Answer: The **crosstab()** function is used to compute a cross-tabulation of two or more factors. It is useful for creating contingency tables and summarizing data in a tabular format.

**25. How do you calculate the correlation matrix for a DataFrame in pandas?**

* Answer: You can use the **corr()** method to calculate the correlation matrix for a DataFrame. It computes pairwise correlations between numerical columns.

**26. What is the difference between the at[] and iat[] methods in pandas for accessing scalar values?**

* Answer:
  + **at[]** is used for label-based scalar value access.
  + **iat[]** is used for integer-based scalar value access.

**27. How do you apply a function to every element in a DataFrame using the applymap() method?**

* Answer: You can use the **applymap()** method to apply a function element-wise to every element in a DataFrame. For example, to square all values in a DataFrame:

df = df.applymap(lambda x: x\*\*2)

**28. What is method chaining in pandas, and how can it make code more readable?**

* Answer: Method chaining is the practice of calling multiple methods on a DataFrame in a single line. It makes code more concise and readable by avoiding the creation of intermediate variables. For example:

result = df.filter(['A', 'B']).groupby('A').sum().sort\_values('B')

**29. How can you handle datetime data in pandas, such as parsing, extracting, and formatting dates?**

* Answer: Pandas provides robust support for datetime data. You can use the **to\_datetime()**, **dt** accessor, and various formatting functions to work with datetime data.

**30. What is a MultiIndex DataFrame, and how can you create one in pandas?**

* Answer: A MultiIndex DataFrame is a DataFrame with multiple levels of row and/or column indices. You can create one using the **MultiIndex** constructor or by setting multiple index levels on an existing DataFrame.

**31. How do you drop a column from a DataFrame in pandas?**

* Answer: You can drop a column from a DataFrame using the **drop()** method with the **axis=1** argument. For example:

df = df.drop('ColumnName', axis=1)

**32. Explain the purpose of the resample() method in pandas and its use with time-series data.**

* Answer: The **resample()** method is used for time-series data to change the frequency of the data (e.g., from daily to monthly) and apply aggregation functions.

**33. How can you create a DataFrame by reading data from an Excel file in pandas?**

* Answer: You can use the **pd.read\_excel()** function to read data from an Excel file into a DataFrame.

**34. What is the purpose of the stack() and unstack() functions in pandas?**

* Answer: **stack()** is used to pivot columns into rows, while **unstack()** is used to pivot rows into columns in a MultiIndex DataFrame.

**35. How do you calculate descriptive statistics (e.g., mean, median, standard deviation) for a DataFrame in pandas?**

* Answer: You can use the **describe()** method to calculate various summary statistics for numerical columns in a DataFrame.

**36. What is the set\_index() function used for in pandas, and how can it be beneficial?**

* Answer: **set\_index()** is used to set one or more columns as the DataFrame's index. It can be beneficial for efficient data retrieval and joining with other DataFrames.

**37. How can you handle outliers in a DataFrame using pandas?**

* Answer: You can identify and handle outliers by using methods like z-score, IQR (Interquartile Range), or visualization techniques to filter or transform data accordingly.

**38. What is the purpose of the agg() function in pandas, and how can you use it for column-wise aggregation?**

* Answer: **agg()** is used for applying multiple aggregation functions to one or more columns of a DataFrame, and it returns a DataFrame with the aggregated results.

**39. How do you handle categorical data in pandas, and why is it important?**

* Answer: You can handle categorical data using the **astype('category')** method, which can improve memory usage and speed up certain operations, especially when working with large datasets.

**40. Explain the difference between the replace() and map() functions in pandas for value replacement.**

* Answer:
  + **replace()** is used to replace specific values in a DataFrame or Series with other values.
  + **map()** is used to create a new Series by mapping values from one Series to another based on a mapping dictionary or function.

**41. How can you handle duplicate values in a specific column of a pandas DataFrame?**

* Answer: You can use the **drop\_duplicates()** method with the **subset** parameter to remove duplicates from a specific column. For example:

pythonCopy code

df.drop\_duplicates(subset='ColumnName', keep='first', inplace=True)

**42. What is the purpose of the apply() method in pandas, and how does it differ from applymap()?**

* Answer: The **apply()** method is used to apply a function along rows or columns of a DataFrame, whereas **applymap()** applies a function element-wise to every element in a DataFrame.

**43. How do you select multiple columns in a pandas DataFrame?**

* Answer: You can select multiple columns by passing a list of column names as the argument to the DataFrame indexing operator. For example:
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df[['Column1', 'Column2']]

**44. What is the role of the pivot\_table() function in pandas, and how is it different from the pivot() function?**

* Answer: **pivot\_table()** is used to create a pivot table from a DataFrame, allowing you to aggregate data while pivoting. It can handle duplicate entries by providing an aggregation function. **pivot()** simply reshapes data without aggregation.

**45. How can you handle missing values when reading data from a CSV file using read\_csv() in pandas?**

* Answer: You can specify how missing values are represented in the CSV file using the **na\_values** parameter. For example:
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df = pd.read\_csv('file.csv', na\_values=['NA', 'N/A', 'null'])

**46. What is the purpose of the cumsum() function in pandas, and how can it be applied to a DataFrame?**

* Answer: **cumsum()** is used to calculate the cumulative sum of values in a Series or DataFrame along a specified axis. It can be applied to a DataFrame to create cumulative totals.

**47. How do you rename the index of a DataFrame in pandas?**

* Answer: You can rename the index of a DataFrame using the **rename\_axis()** method. For example:
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df = df.rename\_axis('NewIndexName')

**48. What is the difference between the append() and concat() functions in pandas for combining DataFrames?**

* Answer:
  + **append()** is used to add rows to an existing DataFrame.
  + **concat()** is used to concatenate two or more DataFrames along rows or columns.

**49. How can you calculate the mean of a specific column in a DataFrame using pandas?**

* Answer: You can use the **mean()** method on a specific column to calculate its mean. For example:
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column\_mean = df['ColumnName'].mean()

**50. What is the purpose of the pivot() function in pandas, and how does it work?**

* Answer: The **pivot()** function is used to reshape data by specifying columns for row indices, columns, and values. It is often used to create summary tables from long-format data.

**51. How do you calculate the mode of a DataFrame column in pandas?**

* Answer: You can calculate the mode of a DataFrame column using the **mode()** method. For example:
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column\_mode = df['ColumnName'].mode()

**52. How can you sort a DataFrame based on multiple columns in pandas?**

* Answer: You can use the **sort\_values()** method with a list of column names to sort a DataFrame based on multiple columns. For example:
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df.sort\_values(by=['Column1', 'Column2'], ascending=[True, False])

**53. Explain the purpose of the get\_dummies() function in pandas, and how is it used?**

* Answer: **get\_dummies()** is used to convert categorical variables into dummy/indicator variables (0 or 1) in a DataFrame. It creates new binary columns for each category.

**54. How can you handle datetime data in pandas, such as parsing and converting string dates to datetime objects?**

* Answer: You can use the **to\_datetime()** function to convert string dates to datetime objects in a DataFrame, specifying the date format if necessary.

**55. What is the purpose of the cut() function in pandas, and how can it be used with numerical data?**

* Answer: **cut()** is used to bin numerical data into discrete intervals or categories. It is often used for creating categorical variables from numerical data.

**56. How can you calculate the median absolute deviation (MAD) of a DataFrame column in pandas?**

* Answer: You can calculate the MAD of a DataFrame column using the **median()** and **mad()** functions. For example:
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column\_mad = df['ColumnName'].mad()

**57. What is method chaining in pandas, and why is it useful for data analysis?**

* Answer: Method chaining is a technique where you chain multiple pandas methods together in a single line to perform a sequence of operations. It can make code more concise and readable, especially for complex data transformations.

**58. How can you remove rows with duplicate values in a DataFrame using pandas?**

* Answer: You can use the **drop\_duplicates()** method to remove rows with duplicate values in a DataFrame. For example:
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df.drop\_duplicates(inplace=True)

**59. How do you calculate the sum of values in a specific column of a DataFrame in pandas?**

* Answer: You can use the **sum()** method on a specific column to calculate its sum. For example:
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column\_sum = df['ColumnName'].sum()

**60. Explain the purpose of the fillna() function in pandas, and how can it be used to handle missing values?**

* Answer: **fillna()** is used to fill missing values in a DataFrame with specified values or strategies. For example, you can replace missing values with the mean of the column.

**61. How can you handle missing values in a specific column of a pandas DataFrame by filling them with a constant value?**

* Answer: You can use the **fillna()** method with the desired constant value to fill missing values in a specific column. For example:
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df['ColumnName'].fillna(value, inplace=True)

**62. Explain the purpose of the groupby() method in pandas, and how is it used for data aggregation?**

* Answer: The **groupby()** method is used to group rows in a DataFrame based on one or more columns and then perform aggregation operations on the groups, such as sum, mean, count, etc.

**63. How can you create a new DataFrame by selecting specific rows from an existing DataFrame based on a condition?**

* Answer: You can create a new DataFrame with rows that satisfy a condition by using boolean indexing. For example:
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new\_df = df[df['Column'] > value]

**64. What is the purpose of the between() function in pandas, and how can you use it for filtering data?**

* Answer: The **between()** function is used to filter rows based on whether a column's values fall within a specified range. For example:
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filtered\_df = df[df['Column'].between(min\_value, max\_value)]

**65. How do you calculate the variance of a specific column in a DataFrame using pandas?**

* Answer: You can calculate the variance of a column using the **var()** method. For example:
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column\_variance = df['ColumnName'].var()

**66. Explain the purpose of the cumprod() function in pandas, and how is it used?**

* Answer: **cumprod()** is used to calculate the cumulative product of values in a Series or DataFrame along a specified axis. It computes the product of all values encountered so far.

**67. How can you calculate the mean of multiple columns simultaneously in a DataFrame in pandas?**

* Answer: You can use the **mean()** method on a DataFrame to calculate the mean of all numerical columns. For example:

pythonCopy code

column\_means = df.mean()

**68. What is the purpose of the to\_csv() method in pandas, and how can it be used to save a DataFrame to a CSV file?**

* Answer: The **to\_csv()** method is used to save a DataFrame to a CSV file. You can specify the file path as an argument. For example:
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df.to\_csv('output.csv', index=False)

**69. How do you calculate the cumulative sum of a specific column in a pandas DataFrame using a rolling window?**

* Answer: You can use the **rolling()** method followed by **sum()** to calculate the cumulative sum with a rolling window. For example:
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df['CumulativeSum'] = df['ColumnName'].rolling(window\_size).sum()

**70. What is the purpose of the explode() function in pandas, and how can it be used with lists or arrays in a DataFrame?**

* Answer: **explode()** is used to transform lists or arrays within a DataFrame column into separate rows while duplicating the values in other columns. It can be used to normalize data.

**71. How can you drop rows in a pandas DataFrame based on the presence of missing values in any column?**

* Answer: You can use the **dropna()** method to remove rows with missing values in any column. For example:
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df.dropna(inplace=True)

**72. Explain the concept of hierarchical indexing (MultiIndex) in pandas and how it can be useful in data analysis.**

* Answer: Hierarchical indexing allows you to have multiple levels of row and column indices in a DataFrame. It's useful for representing and analyzing data with multiple dimensions.

**73. How can you calculate the skewness of a specific column in a pandas DataFrame?**

* Answer: You can calculate the skewness of a column using the **skew()** method. For example:
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column\_skewness = df['ColumnName'].skew()

**74. What is the purpose of the melt() function in pandas, and how is it used to reshape data?**

* Answer: **melt()** is used to unpivot or reshape data from wide format to long format. It combines multiple columns into key-value pairs.

**75. How do you calculate the covariance matrix for multiple columns in a pandas DataFrame?**

* Answer: You can calculate the covariance matrix using the **cov()** method. For example:
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covariance\_matrix = df[['Column1', 'Column2']].cov()

**76. Explain the use of the pivot\_table() function for cross-tabulation and data summarization in pandas.**

* Answer: **pivot\_table()** is used to create summary tables by specifying rows, columns, values, and aggregation functions. It's useful for cross-tabulation and summarizing data.

**77. How can you extract unique values from a specific column in a pandas DataFrame?**

* Answer: You can use the **unique()** method to extract unique values from a column. For example:

pythonCopy code

unique\_values = df['ColumnName'].unique()

**78. What is the purpose of the explode() function in pandas, and how is it used with lists or arrays in a DataFrame?**

* Answer: **explode()** is used to transform lists or arrays within a DataFrame column into separate rows while duplicating the values in other columns. It can be used to normalize data.

**79. How do you calculate the mode of a DataFrame column in pandas?**

* Answer: You can calculate the mode of a DataFrame column using the **mode()** method. For example:
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column\_mode = df['ColumnName'].mode()

**80. How can you calculate the percentile values (e.g., 25th, 50th, 75th percentiles) for a specific column in a pandas DataFrame?**

* Answer: You can use the **quantile()** method with the desired percentile values (e.g., 0.25, 0.5, 0.75) to calculate percentiles for a specific column. For example:
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q1 = df['ColumnName'].quantile(0.25)

median = df['ColumnName'].quantile(0.5)

q3 = df['ColumnName'].quantile(0.75)

**81. How do you concatenate two DataFrames vertically (stacking them on top of each other) in pandas?**

* Answer: You can use the **concat()** function with the **axis** parameter set to 0 to concatenate DataFrames vertically. For example:
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concatenated\_df = pd.concat([df1, df2], axis=0)

**82. Explain the purpose of the sample() function in pandas, and how can it be used to randomly select rows from a DataFrame?**

* Answer: The **sample()** function is used to randomly select rows from a DataFrame. You can specify the number of rows to select or a fraction of rows to sample.

**83. How can you calculate the cumulative maximum of a specific column in a pandas DataFrame?**

* Answer: You can calculate the cumulative maximum of a column using the **cummax()** function. For example:
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df['CumulativeMax'] = df['ColumnName'].cummax()

**84. What is the purpose of the pivot\_table() function in pandas, and how can you use it for multi-level pivot tables?**

* Answer: **pivot\_table()** is used to create pivot tables in pandas. You can use it to create multi-level pivot tables by specifying multiple columns for the **index** or **columns** parameters.

**85. How do you convert a pandas DataFrame into a NumPy array?**

* Answer: You can convert a DataFrame into a NumPy array using the **to\_numpy()** method. For example:
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np\_array = df.to\_numpy()

**86. Explain the purpose of the join() method in pandas, and how does it differ from the merge() function?**

* Answer: The **join()** method is used to combine DataFrames based on their indices. It performs similar operations to the **merge()** function but focuses on index-based joining.

**87. How can you calculate the autocorrelation of a time series data column in a pandas DataFrame?**

* Answer: You can use the **autocorr()** method to calculate the autocorrelation of a time series data column. For example:
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autocorrelation = df['TimeSeriesColumn'].autocorr()

**88. Explain the purpose of the explode() function in pandas, and how is it used with nested lists or Series in a DataFrame?**

* Answer: **explode()** is used to transform nested lists or Series within a DataFrame column into separate rows while duplicating values in other columns. It can be used to flatten nested data.

**89. How can you calculate the rolling mean of a specific column in a pandas DataFrame with a specified window size?**

* Answer: You can use the **rolling()** method followed by **mean()** to calculate the rolling mean with a specified window size. For example:
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df['RollingMean'] = df['ColumnName'].rolling(window=window\_size).mean()

**90. What is the purpose of the crosstab() function in pandas, and how can it be used to create contingency tables?**

* Answer: **crosstab()** is used to create contingency tables by calculating the frequency counts of two or more factors. It's useful for analyzing relationships between categorical variables.

**91. How do you calculate the weighted average of a specific column in a pandas DataFrame when you have a separate weight column?**

* Answer: You can calculate the weighted average using the formula **(values \* weights).sum() / weights.sum()**. For example:
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weighted\_average = (df['Values'] \* df['Weights']).sum() / df['Weights'].sum()

**92. What is method chaining in pandas, and why is it beneficial in data analysis code?**

* Answer: Method chaining is the practice of applying multiple pandas methods in a sequence, which makes code more concise and readable. It allows you to perform a series of data transformations in one line.

**93. How do you calculate the Kurtosis of a specific column in a pandas DataFrame?**

* Answer: You can calculate the Kurtosis of a column using the **kurtosis()** method. For example:
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column\_kurtosis = df['ColumnName'].kurtosis()

**94. Explain the concept of a pivot table in pandas and how it can be used to summarize data.**

* Answer: A pivot table is a data summarization tool that reshapes data by specifying columns for rows, columns, values, and aggregation functions. It is used to create summary tables for data analysis.

**95. How can you change the data type of a column in a pandas DataFrame to a categorical data type?**

* Answer: You can change the data type of a column to categorical using the **astype()** method with the data type 'category'. For example:
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df['ColumnName'] = df['ColumnName'].astype('category')

**96. What is the purpose of the clip() function in pandas, and how can it be used to limit values in a DataFrame?**

* Answer: **clip()** is used to limit (clip) values in a DataFrame to a specified minimum and maximum range. It ensures that values stay within the defined bounds.

**97. How do you calculate the interquartile range (IQR) of a specific column in a pandas DataFrame?**

* Answer: You can calculate the IQR of a column using the **quantile()** method to find the 25th and 75th percentiles and then subtracting them. For example:
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q1 = df['ColumnName'].quantile(0.25)

q3 = df['ColumnName'].quantile(0.75)

iqr = q3 - q1

**98. What is the purpose of the nunique() function in pandas, and how can it be used to count unique values in a DataFrame?**

* Answer: **nunique()** is used to count the number of unique values in a DataFrame. It is particularly useful for analyzing the distinct values in a column.

**99. How can you calculate the geometric mean of a specific column in a pandas DataFrame?**

* Answer: You can calculate the geometric mean of a column using the **scipy.stats.gmean()** function or by taking the exponent of the mean of the logarithms. For example:
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from scipy.stats import gmean

geometric\_mean = gmean(df['ColumnName'])

**100. Explain the use of the query() method in pandas for filtering rows based on a condition.**

* Answer: The **query()** method is used to filter rows in a DataFrame based on a specified condition. It allows for concise and readable conditional filtering.